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ABSTRACT

Watermarking is used as proof of ownership for various data types such as images, videos, software, machine learning models, and databases. Datasets are crucial for data driven decision making using Machine Learning for tasks like prediction, recommendation, classification, and anomaly detection. Hence, it is not surprising that entire databases are being sold in data marketplaces. Protecting ownership rights upon such databases is, therefore, becoming increasingly important. Watermarking for relational databases has been an active field of research since 2002. However, how to watermark non-relational databases involving complex data types has largely remained understudied. In this paper we revise previously proposed techniques for non-relational database watermarking and introduce an improved technique for graph database watermarking inspired by Zhuang et al. [28]. Our technique employs randomization to generate a watermark in an efficient manner that avoids the computational complex genetic algorithm optimization of Zhuang et al. We evaluated our technique in terms of performance, usability, security, and robustness by implementing it as a proof-of-concept. Our results showed that our technique is efficient, secure and robust against guessing and deletion attacks.
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1 INTRODUCTION

With the rapid growth of data driven technologies, data is becoming a vital ingredient for the modern economy. Data marketplaces (DMs) enable data buyers to buy data for important tasks, such as training machine learning models, providing better service for customers, etc. One of the main challenges faced by DMs is how to protect ownership rights upon data against unauthorized distribution, copying (pirating) and counterfeiting.

Watermarking [17] is a well-established and often-used technique for protecting and validating intellectual property rights. Watermarking embeds information into data by using secrets (e.g., private key, a sequence of bits) only known by the owner. The secret knowledge inside watermarked data is later used as proof for claiming ownership. Watermarking for proof of ownership has been extensively studied for various types of data, including audio, video [5], images [4], software [9, 26], databases [3, 14], different dataset types [6, 23, 29], and (deep) neural networks [2, 27]. Despite the fact that non-relational data is steadily growing in popularity due to their lack of schemas adaptivity [7, 11], watermarking for non-relational databases is understudied. To store such enormous and useful data consisting of complex data types and structure, NoSQL databases are introduced to overcome the limitations of traditional databases.

In this paper, we investigate the existing watermarking approaches and focus on a work by Zhuang et al. [28] in which the authors embed a watermark in a MongoDB database using connected graphs. Even though the approach in [28] is elegant, we propose an improved version that does not require computationally complex genetic algorithms while still remaining secure and robust against guess and deletion attacks. Furthermore, our technique is capable of detecting who leaked the database in addition to proving ownership.

More precisely, our technique as proposed by Zhuang et al. [28] generates pseudo documents from a graph database, in which documents in the collection are represented as a graph. The generation of pseudo documents is based on random pre-selected collections/groups from the database. Then each pseudo document is marked using a high entropy secret which is later used as a part of the watermarking secret, in addition to pseudo documents identifiers (e.g., primary keys). To insert the watermarked pseudo document into the original database, the original database is partitioned in groups, and each watermarked pseudo document is linked to one of the groups. When an owner suspects a copy of its database
being distributed without its authorization, it can prove its ownership on the suspected database by running watermark extraction algorithm. It first identifies the pseudo documents and then verifies if identified possible pseudo document(s) are marked by the private key.

We further implemented our technique with different parameter settings using a real-world dataset about UK Companies [21] supported by Neo4j to evaluate: 1) how much pseudo documents change the original database which is \(\sim 4.9\%\); 2) watermark generation time which takes around 272 seconds on average, 3) security and robustness against deletion attack.

**Our contributions:** Our first contribution is the development of a new watermarking scheme for graph database by improving the previous state of the art work due to Zhuang et al. [28] by simplifying it using randomization. We later implemented our scheme in open source to evaluate its performance using a real world dataset with different parameter settings. Finally, we analyzed the security and robustness of our scheme against guessing and deletion attacks and showed that it is resilient to such attacks.

## 2 RELATED WORK

In this section, we briefly introduce relational database watermarking and NoSQL database watermarking.

**Relational database watermarking.** The first known technique was proposed by Agrawal et al. [3] in 2002. Later, other techniques are introduced for numerical databases by considering the statistics of numeric values [20, 24]. Watermarking techniques introduce some sort of distortion to the original data which may not be ideal for some cases. To avoid distortion, distortion-free database watermarking schemes have also been proposed: [10] is a distortion-free technique that introduces fake tuples or columns in the original database.

**NoSQL database watermarking.** To the best of our knowledge, there are few watermarking schemes introduced for NoSQL databases. Khandu et al. [19] introduced a NoSQL database watermark scheme where each new entry is watermarked before being added to the database. Than et al. [25] proposed a watermarking technique for NoSQL databases that modifies the structure of the key-value attributes for hiding information as proof of ownership.

Zhuang et al. [28] watermarks a MongoDB database using connected graphs as illustrated in Figure 1. The documents from the database are used to build a graph, where references between documents are represented as edges, and documents as nodes. Then, pseudo documents are created using a genetic algorithm, a watermark is embedded into the pseudo nodes and they are added into the database. Finally, the documents are connected into a k-connected graph. To detect the watermark, the algorithm finds the largest k-connected graph and checks the watermark for those documents.

Considering the work by Zhuang et al. [28], we summarize its shortcomings in the following:

**Limitations of genetic algorithm.** Genetic algorithms are designed to tackle complex problems in optimization and search [15] by optimizing a fitness function. Zhuang et al. deploy genetic algorithms as a means of pseudo-document generation. Unfortunately, how this part is implemented is not defined in the original work, which makes their scheme impossible to reproduce. Furthermore, an attacker can easily distinguish pseudo documents from real/original documents by observing the distance to local/global maxima or minima.

**Graph creation.** Zhuang et al. group pseudo documents which are connected to form a k-connected graph. While the approach is novel, an attacker can detect the pseudo documents used for watermarking by analyzing the graph generated from connections of documents, e.g., pseudo documents in a group will be connected to each other. Thus, the attacker can successfully remove the watermark.

## 3 GRAPH DATABASE WATERMARKING

### 3.1 Background

**SQL and NoSQL Databases:** SQL and NoSQL databases vary by terminology: an SQL database consists of tables, which contain rows, also called records, and columns. On the other side, NoSQL databases consist of collections containing documents that store information into key/value pairs, as explained in Figure 2.

Figure 1: Overview of Zhuang et al. [28].

Figure 2: Sketch showing the difference in terminology between SQL and NoSQL database, published by Studio 3T, a GUI tool for Mongo [1].

A typical SQL database stores all its information in tables, where each table has a well-defined schema, and each entry must abide by
this scheme. A NoSQL database does not enforce a scheme, which makes watermarking harder, as there is no guarantee that a document follows a specific data model. Furthermore, NoSQL databases vary by how they store relations between documents. A typical SQL database uses a table to store relations between records, whereas, for NoSQL databases, each type tackles the problem in their own way. For example, document databases offer multiple solutions: nesting/embedding, and referencing, while graph databases use edges. Each edge between two nodes, or documents, is directed and can store additional data about the relation. We use nodes and documents interchangeably throughout the paper. In Table 1 we present our method notations used throughout the paper.

<table>
<thead>
<tr>
<th>Notation</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>( \mathcal{D} )</td>
<td>The original database</td>
</tr>
<tr>
<td>( \mathcal{D}_w )</td>
<td>The watermarked database</td>
</tr>
<tr>
<td>( D_i )</td>
<td>( i^{th} ) record of the original database</td>
</tr>
<tr>
<td>( D'_i )</td>
<td>( i^{th} ) record of the watermarked database</td>
</tr>
<tr>
<td>( \mathcal{K} )</td>
<td>A private key used for the watermarking process</td>
</tr>
<tr>
<td>( \mathcal{P} )</td>
<td>A pseudo document</td>
</tr>
<tr>
<td>( \mathcal{G}_D )</td>
<td>A group of documents from the database</td>
</tr>
<tr>
<td>( \mathcal{G}_P )</td>
<td>A group of pseudo documents</td>
</tr>
<tr>
<td>( ID^P_G )</td>
<td>The ids of watermarked documents inside the database</td>
</tr>
</tbody>
</table>

### 3.2 Overview

Our new private key-based graph database watermarking technique inspired by Zhuang et al. [28] is blind in the sense that it does not require the original database, robust, and secure against deletion and guessing attacks.

As illustrated by Figure 3, our watermarking scheme consists of two main algorithms: 1) watermark embedding, and 2) watermark extraction. The embedding algorithm watermarks a graph database using a high entropy secret. By calling the watermark embedding algorithm, the owner creates a watermarked version of its database which allows it to prove its ownership. Watermark extraction detects if a suspected database is watermarked by the owner using the secrets produced by embedding. If it outputs accept/verified, this evidence would prove that the owner can claim ownership of the watermark and thus the database.

### 3.3 Embedding

Embedding, shown in Algorithm 1, takes two inputs: an original graph database \( \mathcal{D} \) and a high entropy private key \( \mathcal{K} \) generated by a key generation function as \( \mathcal{K} \leftarrow \text{KeyGen}(1^l) \). Note that the key generation algorithm can be computed offline by the owner.

The algorithm steps are as follows:

1. Generates groups of documents \( \mathcal{G}_D \) from \( \mathcal{D} \) where each document in \( \mathcal{D} \) belongs to only one group as \( \mathcal{G}_D \leftarrow \text{GroupGen}(\mathcal{D}) \).
2. Generates a group of pseudo documents \( \mathcal{G}_P \) using the original dataset \( \mathcal{D} \) and group information of the dataset \( \mathcal{G}_D \) as \( \mathcal{G}_P \leftarrow \text{PseudoGen}(\mathcal{D}, G) \).
3. Each pseudo document in \( \mathcal{G}_P \) is marked as \( \mathcal{G}_P \leftarrow \text{Mark}(\mathcal{G}_P, \mathcal{K}) \) by using a private key \( \mathcal{K} \) to generate a marked version \( \mathcal{G}_w \).
4. After generating \( \mathcal{G}_w \), each marked pseudo document must be inserted to \( \mathcal{D} \) to create a watermarked database \( \mathcal{D}_w \). To do so, each watermarked pseudo document in \( \mathcal{G}_w \) is linked to a group.
5. Returns the watermarked database \( \mathcal{D}_w \), the private key \( \mathcal{K} \), and the list of identifiers of pseudo documents \( ID^P_G \).

#### Algorithm 1 Watermark Embedding

**Input:** \( \mathcal{D}, \mathcal{K} \)

**Output:** \( \mathcal{D}_w \)

1. \( \mathcal{G}_D \leftarrow \text{GroupGen}(\mathcal{D}) \)
2. \( \mathcal{G}_P \leftarrow \text{PseudoGen}(\mathcal{D}, \mathcal{G}) \)
3. \( \mathcal{G}_P \leftarrow \text{Mark}(\mathcal{G}_P, \mathcal{K}) \)
4. \( \mathcal{D}_w := [] \)
5. for each \( D_i \in \mathcal{D}_i \) do
6. \( \mathcal{D}_w.add(\text{Link}(D_i, \mathcal{G}_P)) \)
7. end for
8. return \( (\mathcal{D}_w, \mathcal{K}, ID^P_G) \)

After embedding, the owner stores the private key \( \mathcal{K} \), and the list of identifiers of pseudo documents \( ID^P_G \) as a watermarking secret in secure storage to use later for extraction. Note that the secret is used as proof of ownership, thus, the owner has to protect it.

**Group Generation:** GroupGen algorithm partitions the nodes in each collection of \( \mathcal{D} \) into groups. For this purpose, an algorithm is used to find a random list of integers whose sum adds up to a number. The algorithm is then given the min and max parameters as the range and the number of nodes, which need to be watermarked, as the total sum. The output is then used to partition the nodes into groups. For example, if the algorithm is run with the range \( (3, 5) \) and a target sum of 15, a viable solution is \( [3, 4, 3, 5] \). This means the first group will have 3 nodes (documents), the second 4 documents, and so on. Determining optimal min and max requires further investigation as we leave it as a future work.

**Pseudo Documents Generation.** A set of pseudo documents are generated by an algorithm PseudoGen based on the original database \( \mathcal{D} \) and group/collection information of \( \mathcal{D} \). PseudoGen creates these pseudo documents by “borrowing” fields from other real/original documents in \( \mathcal{D} \) where the size of pseudo documents is determined (e.g., randomly). First, for each pseudo document, it randomly chooses a set of fields from some randomly chosen “donor” documents in \( \mathcal{D} \) and create the pseudo documents.

To determine which fields are “borrowed” a schema analysis is manually performed beforehand, which is explained in more detail in the next section. Note that different techniques can be deployed (e.g., synthetic data generation [12]) for the creation of pseudo documents. Investigation of such techniques and their impact on our watermarking scheme are left as a future work as it requires further analysis.

**Marking.** To mark a document, a simple algorithm is used to calculate the watermark. Mark function overwrites a numerical field inside the pseudo document to carry the watermark using the private key \( \mathcal{K} \). For each numerical field \(^1\), a modulo operation is computed as

\(^1\)We only watermark the numerical values. However, watermarking text values is possible although it requires deep knowledge of the context that the texts are used [28].
new = H(fields||K) mod fieldmax where fieldmax represents the highest number for the fields in the original database and H is a collision resistant hash function. Later, the original field value is replaced with new.

**Linking and adding pseudo documents:** After generating a watermarked pseudo doc and an groups of original documents that they will be inserted into, the challenge is to link pseudo documents to the groups. Link algorithm is computed on the pseudo documents. Linking algorithm treats each pseudo document as if it is a new entry inserting to the database.

As the primary key can be used to hint about the location of the pseudo documents, several ways to add a watermark inside the database can be considered based on the way the database stores the documents. For example, the primary key for a MongoDB database is a random string; however, the primary key for a Neo4j database is an integer. This research focuses on embedding documents into a Neo4j database; however, similar techniques can be used for other NoSQL databases.

Unfortunately, Neo4j has a limitation, where the primary key of a node cannot be changed. This is why for the purpose of this research, the watermarked nodes are simply added without any manipulation of the primary key. To recall the pseudo documents, their primary keys are also stored as a part of the watermarking secret.

3.4 Extracting

In Algorithm 2, we provided our watermarking extraction as a pseudocode. The owner suspects a graph database $D'_w$ that might belong to it. Inputs of the watermark extraction are a suspected database $D'_w$, the private key $K$, and the identifier list of marked pseudo documents $ID^P_G$. For watermark extraction, the following steps are taken:

1)Retrieve each document with identifiers in $ID^P_G$.
2)Check if the retrieved documents are marked by $K$ by running MarkCheck algorithm. MarkCheck compares the hashes of the original fields in $ID^P_G$ and the fields $fields'$ retrieved from $D'_w$ and returns accept if they are equal as $H(fields||K) \ mod \ fieldmax = H(fields'||K) \ mod \ fieldmax$. 

**Remark.** Note that as in previous (non-)relational database watermarking schemes, a threshold can be set to decide if a document is marked as well as at least how many documents shall be retrieved. For our technique, retrieving one document for checking the mark is enough although requiring a higher number of documents for marking can decrease the false positive. In our work, we do not investigate such optimization.

4 EXPERIMENTAL SETUP AND RESULTS

4.1 Experimental Setup

Our experimental results are produced on a standard laptop machine with AMD Ryzen 93900XT 12-Core CPU 3.80 GHz Processor, 16GB of RAM, and a 64-bit Windows 11 operating system. We implemented our watermarking scheme as a proof of concept programmed in Python and is publicly available [13]. The tests are run inside a virtual environment [22], to ensure that the different test setups do not interfere with each other. The tests were repeated 100 times and then averaged.

**Dataset.** We use a real world dataset UK Companies [21] which is one of the default example datasets by Neo4j. The dataset contains information about 35000 public companies in the United Kingdom, their properties, owners, and political donations. The database has four labels: 1) Person with 23606 entries; 2) Company with 26226 entries; 3) Recipient with 9 entries; and 4) Property with 4728 entries.

**Algorithm 2 Watermark Extraction**

<table>
<thead>
<tr>
<th>Input: $D'_w$, $K$, $ID^P_G$</th>
</tr>
</thead>
<tbody>
<tr>
<td>Output: Accept/Reject</td>
</tr>
<tr>
<td>1: $G^P_w \leftarrow \text{Find}(D'_w, ID^P_G)$</td>
</tr>
<tr>
<td>2: result = MarkCheck($G^P_w$, $K$)</td>
</tr>
<tr>
<td>3: return result</td>
</tr>
</tbody>
</table>

Figure 3: Overview of our graph database watermarking.
Most documents in the UK Company database share an edge with a document of type Company. Thus, every node of type Person, Property, or Recipient is watermarked by a node of type Company. In turn, watermarking nodes of type Company are linked by pseudo nodes from the other three types. This ensures that every node inside the database can be watermarked; however, for simplicity, we only consider nodes/documents with type Property in our evaluation.

Since graph databases inherit their schematic nature from NoSQL databases, there is no defined structure for each document type. However, a lot of the documents still share the same fields. An example of a Company document can be seen below:

```json
{
  "companyNumber": "84179322",
  "name": "CURO TRANSATLANTIC LIMITED",
  "mortgagesOutstanding": 1,
  "countryOfOrigin": "United Kingdom",
  "incorporationDate": "2001-03-14",
  "category": "Private Limited Company",
  "SIC": "64999 - Financial intermediation not elsewhere classified",
  "status": "Active"
}
```

Figure 4: Example of a Company document from the UK Company dataset.

To evaluate our scheme, we used two types of metrics: 1) performance based on timing; and 2) usability based on the number of pseudo documents added to the database using different parameter settings.

The first metric records the time for the watermarking algorithm to embed a watermark and the amount of documents introduced. Log files are manually analyzed for the average time for each group to be watermarked. The speed of the embedding algorithm is deduced using the following formulas:

\[ S_D = \frac{N_d}{t} \quad \text{and} \quad S_G = \frac{N_g}{t}, \]

where \( t \) is the time in seconds it took for the algorithm to finish, \( N_d \) is the number of documents in the database, and \( N_g \) is the number of groups that were formed by the algorithm. The formula measures the number of documents watermarked per second - \( S_D \); and the number of groups watermarked per second - \( S_G \). Since the algorithm randomly partitions the documents into groups and the heaviest computation is performed per group, the speed per group is considered a more important metric for performance.

Additional testing is conducted on the impact of parameters on the general performance of the algorithm. Parameters such as minimum group size \( \text{min} \) (which is selected from \((5, 10))\), maximum group size \( \text{max} \) (which is selected from \((10, 200))\), and the size of watermarked documents (which the size of pseudo documents) are considered to have a high impact on the performance.

The usability of the watermark is evaluated by several key factors: the number of pseudo documents added, the average, mean, and median of certain numerical values, the number of edges per node, etc. To ensure the usability of the database after the watermark, manual analyses are performed on predefined values, looking for changes introduced by the watermark.

### 4.2 Results

#### Performance

The algorithm’s performance was measured in the number of seconds the algorithm took to watermark all groups. Because the number of groups is not fixed, we noted the number of groups that needed to be watermarked and the time it took to watermark them.

Figure 5 shows that the amount of groups that need to be watermarked directly impacts the algorithm’s performance. As shown, the algorithm follows a linear time complexity, indicating that the algorithm can be scaled for large databases without compromising performance. Additional calculations show that our scheme watermarks 5.28 groups per second on average without parallelization/multithreading.

#### Usability

As all previous graph database watermarking schemes, our technique also introduces distortion to the original database by adding pseudo documents. To evaluate the amount of distortion in the original database after embedding, we measured the number of pseudo documents inserted by setting various minimum and maximum group sizes. Figure 6 shows that when the difference between maximum and minimum group sizes increases, the number of pseudo documents introduced decreases; thus, the amount of distortion decreases. Consequently, when we have small group sizes leading to a small difference between \( \text{min} \) and \( \text{max} \), a higher number of pseudo documents are generated. Note that the more pseudo documents the embedding introduces, the more distortion it introduces while it increases the robustness.

5 SECURITY AND ROBUSTNESS ANALYSIS

In our security analysis (sketch), we assume that a probabilistic polynomial time (PPT) attacker 1) knows how our algorithms work, following a no-security-by-obscurity principle [18], and 2) cannot break the security of underlying algorithms such as hash function, pseudorandom generator.

We assume that all the underlying algorithms used as building blocks are secure by their definitions [16]. The attacker has full
access to the public (watermarked) database, which might also be just a part of the full database. The attacker also has access only to one watermarked copy of the database and does not have access to the original database or the key for the watermark. An attacker cannot check the watermark, as in an oracle attack, to check if the watermark is still valid [8]. Finally, it is assumed that an attacker does not modify the primary keys.

### 5.1 Guessing Attack

In the guessing attack, a PPT adversary tries to guess the watermark by exploiting the private key used to embed and determining the pseudo documents (i.e., nodes introduced to the graph database after embedding) introduced by the watermarking scheme. By doing so, the attacker can perform other attacks such as watermark removal. Assuming that the hash function is collision-resistant, $K$ is random, the pseudo documents generations are random, and the link is not predictable to the attacker, the success rate of the guessing attack is negligible. Since the pseudo documents are indistinguishable from the real documents, the attacker cannot determine the pseudo documents to remove them from the watermarked database in order to make the extraction algorithm fail (i.e., returning reject while the database was indeed watermarked by the owner).

### 5.2 Deletion attack

For the deletion attack, an attacker randomly picks some documents and deletes them from the watermarked database. The attacker tries to delete the documents hoping that the watermark extraction will fail (i.e., returning reject). We simulated such an attack and then run the watermark extraction algorithm to determine if the attack was successful. For the percentage of successful detection attacks, the following formula is used:

$$\%_{\text{succ}} = \frac{\sum A_u}{A},$$  

where $A_u$ denotes the number of unsuccessful attacks and $A$ denotes the number of attacks performed. The robustness of the watermark is tested with a deletion attack. First, a script, acting as a malicious actor, randomly picks nodes and deletes them. After that, a verification script is run to determine the amount of watermarked nodes that were deleted or not detected. This sequence continues until the verification script does not detect the watermark anymore.

Figure 7 shows that the watermark can withstand around 40% of documents being deleted before becoming undetectable. This result is for the range between 0 and 1000 watermarked documents. As shown, 20% of the watermarked pseudo nodes/documents are detected even if more than 80% of the nodes are deleted.

### 6 CONCLUSION AND FUTURE WORK

In this work, we proposed a new watermarking technique for graph databases inspired by Zhuang et al. [28]. Different from their technique, our solution does not suffer from heavy optimizations. We overcome their limitation due to heavy optimization by using a randomized approach during watermarking embedding. Due to randomization, the attacker cannot identify the pseudo document inserted into the database during embedding. We also implemented our technique to evaluate its performance using a real-world database. We analyzed that our technique is secure and robust against a range of attacks.

In our ongoing work, we are analyzing the robustness of our technique against more advanced attack scenarios such as insertion, update, and modification attacks. We are also working on automating the manual analysis for the watermarking process and parameter selection. We plan to compare our technique to other graph database techniques in terms of performance, usability, and robustness. We are also interested in applying our technique to other relational databases since many of them can be represented as a graph.
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